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ABSTRACT 
DevOps, a portmanteau of development and operations, is a proven 
way to develop and manage IT systems. Key benefits compared to 
traditional software processes include faster time to market, which 
enables businesses to adapt to changing market conditions more 
rapidly than their peers, while providing world-class dependability 
and security. Many DevOps principles and practices also apply 
to academia even though curricula may not evolve as quickly as 
modern IT services. This paper encourages the adoption of specific 
capabilities that drive these performance improvements, including 
nascent examples of their use to manage course material, to improve 
the efficiency and effectiveness of faculty members’ daily work. 

CCS CONCEPTS 
• Social and professional topics → Computing education; Project 
management techniques; • Software and its engineering → Soft-
ware development methods. 
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1 INTRODUCTION 
Faculty members increasingly confront the expectation to do more 
with less. From shrinking budgets to ballooning enrollments, faculty 
find themselves saddled by additional responsibilities that stretch 
their ability to satisfy the expectations of the traditional academic 
pillars of teaching, research, and service: “it is no longer a (thinly 
veiled) secret that in contemporary universities many scholars, 
both junior and senior, are struggling – struggling to manage their 
workloads; struggling to keep up with insistent institutional de-
mands to produce more, better and faster; struggling to reconcile 
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professional demands with family responsibilities and personal in-
terests; and struggling to maintain their physical and psychological 
health and emotional wellbeing” [45]. The experiences reported 
by many faculty [24] parallel those encountered in IT organiza-
tions where firefighting and heroic efforts are too often the norm. 
More generally, friction not only bedevils developers [18] but also 
faculty [40] and imposes significant costs, not only to an organiza-
tion as a whole (e.g., opportunity cost) but also to individuals (e.g., 
burnout [38]). DevOps, a set of cultural norms and technical prac-
tices, offers a better way of working, improving a host of outcomes 
including software delivery performance and job satisfaction [16]. 
These concepts also apply to academia and promise similar benefits. 

Despite its adoption by industry, DevOps lacks substantial trac-
tion in academia, including computing pedagogy. Lack of experi-
ence and perceived overhead deter the adoption of DevOps practices 
in academia [44] despite their dramatic and well-established ben-
efits: top performers in industry are not only ahead of [3, 15, 17] 
but also pulling away from their peers [16]. The need to treat 
course material similar to other software projects—i.e., applying 
software development practices to the design, implementation, 
and maintenance of course material—has previously been recog-
nized [27, 32, 33, 36]. As faculty wrestle with increased demands 
on their time, DevOps replaces the need for Herculean efforts with 
a proven path to improve outcomes. 

DevOps complements evidence-based approaches to course de-
sign (e.g., backward design [14, 59]) and offers specific technical 
practices that improve the efficiency of developing and managing 
courses. Though the artifacts differ from those produced by IT orga-
nizations, there are parallels: courses evolve (e.g., [21, 33]) as faculty 
adjust policies, update topics, and revise assignments to improve 
students’ mastery of the material. Moreover, faculty increasingly 
collaborate on everything from individual assignments to entire 
courses. The major contributions of this work are as follows: 

• It introduces DevOps, a set of cultural norms and technical 
practices that may not be familiar to faculty, particularly 
those without recent experience in the software industry. 

• It recommends the adoption of specific capabilities that drive 
performance improvements in IT organizations along with 
examples of their existing—albeit often limited—use to de-
velop and to manage course material. 

• It discusses the benefits and challenges of DevOps in an 
educational setting. 

The goal is to encourage computing faculty to embrace an estab-
lished industry trend, which offers a number of benefits for faculty 
members’ day-to-day work and is particularly, though not exclu-
sively, suited to managing courses at scale. 
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The remainder of this paper is organized as follows. Section 2 
summarizes related work and describes DevOps. Section 3 pro-
vides recommendations for adopting DevOps capabilities to man-
age course material. Section 4 reflects on benefits and challenges. 
Finally, Section 5 concludes. 

2 BACKGROUND 
This section highlights related work and provides an overview of 
DevOps. This material addresses the need “to improve DevOps 
recognition in academia” [44], specifically among teaching faculty. 

2.1 Related Work 
“Time is an issue for all faculty” [35]. Exhaustion, stress, overload, 
and anxiety have become commonplace [22], which contributes to 
rising levels of burnout [20, 51]. DevOps can reduce and even to pre-
vent burnout [16], and this work is the first to specifically propose 
the adoption of DevOps by faculty in the context of teaching. 

Throughout the past decade, there have been repeated calls to 
manage course material similarly to software projects, yet adoption 
has been limited largely to the use of version control systems or plat-
forms. Mandala and Gary [36] state, “we have to start thinking of 
courseware development as an engineering process, much like soft-
ware development.” Similarly, Kloos et al. [32] call for “courseware 
engineering” that emphasizes the effectiveness, maintainability, 
and reusability of educational material. Haaranen et al. [27] chide 
themselves and other computing educators, “Even though we know 
about best practices in software development, they seem to be often 
forgotten when it comes to our own course development.” They 
suggest that limited time, an emphasis on developing new mate-
rial quickly, and changing course staff (including faculty and TAs) 
contribute to the failure to follow established software develop-
ment practices. DevOps directly improves the first two issues and 
indirectly addresses turnover by creating a safe system of work to 
recognize and resolve mistakes expediently. 

“Courseware as Code” [49] builds on the foundation of DevOps 
for course management and improvement, including distributed 
version control (e.g., Git) and automated workflows to increase 
transparency and consistency of contributions. Edmison et al. [12] 
propose a workflow for assignment management that leverages ver-
sion control and automation. Aquinas [46] applies the “everything-
as-code” approach to the development and delivery of hands-on 
exercises. ClassOps [39] aims to streamline course delivery. Desh-
pande et al. [11] use DevOps practices for assignment validation 
and delivery. In comparison, this paper provides a systematic frame-
work for the adoption of DevOps for course material. 

2.2 DevOps 
DevOps comprises cultural norms and technology practices that 
enable the fast flow of work from development into operation while 
providing world class reliability and security [25]. Technologies 
and tools vary across organizations and even across teams within 
an organization; DevOps focuses on key outcomes and specific 
capabilities to improve those outcomes, building on preexisting 
philosophies such as agile software development and lean. 

Figure 1 illustrates the DevOps process. The left side is similar 
to agile frameworks with an emphasis on incremental and iterative 
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Figure 1: The DevOps process 

planning. Although design, development, and testing are depicted 
sequentially, they may be interleaved. The right side focuses on 
operational aspects. Explicit packaging and release processes ensure 
that software runs correctly when deployed to production, and 
monitoring detects issues proactively rather than reactively. 

High-performing organizations that embrace DevOps signifi-
cantly outperform their peers across a variety of metrics [16]: 

• Their lead time, the time spent between requesting work to 
completing it, is hundreds of times faster. 

• Their deployment frequency is more than forty times faster. 
• Their change failure rate, the percentage of changes that 
cause service failures or require rework, is 80% lower. 

• Their mean time to recovery (MTTR) is more than one hun-
dred times lower. 

Although these metrics are critical to IT systems, the ideas also 
apply in academic settings. For example, what faculty member does 
not want to create new course material quickly while ensuring that 
the material integrates correctly with the rest of the course? How 
many faculty have released an assignment only to have a student 
find a mistake that requires immediate resolution? 

The Three Ways. The outcomes that define DevOps stem from 
three core principles (see Figure 2). A critical concept is the value 
stream, “the sequence of activities an organization undertakes to 
deliver upon a customer request” [37] or whatever process delivers 
value [31]. Pragmatically, faculty should strive to create and to 
deliver learning activities as efficiently as possible.1 

Flow. These principles focus on the fast flow of work from de-
velopment to operations. The goal is to decrease lead time while 
simultaneously increasing dependability. Knowledge work (e.g., a 
faculty member’s responsibilities) lack a physical representation; 
consequently, work should be visualized using a technique like kan-
ban to see where work is flowing well and where it is stalled [10]. 
Strictly controlling the amount of work in progress is essential, for 
tasks that remain “in progress” not only have yet to deliver value 
but also introduce overhead due to context switching. Automation 
is a particularly powerful tool (consider, for example, automated as-
sessment in computing education [43] and, more generally, faculty 
members’ desire to reduce the time spent on repetitive tasks [40]). 
1Instruction-centered practices, such as lecturing, disseminate information effi-
ciently [23] but are relatively ineffective teaching methods [19]. More effective strate-
gies, such as project-based learning [1], often require greater time commitment (i.e., 
investment by both faculty and students). Believing that instruction is either efficient 
or effective is a false dilemma; faculty strive to (and can) improve both. 
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Flow The fast flow of work from development to production 
• Make work visible 
• Limit work in progress 
• Reduce batch sizes 
• Reduce the number of hand-offs 
• Identify and elevate constraints 
• Eliminate hardships in daily work 

Feedback Rapid feedback at every stage of the process 
• See problems as they occur 
• Swarm and solve problems to build new knowledge 
• Push quality closer to the source 
• Optimize for downstream work 

Learning Continual learning through experimentation to improve 
flow and to provide feedback more quickly 
• Institutionalize the improvement of daily work 
• Transform local discoveries into global improvements 
• Inject resiliency into daily work 

Figure 2: DevOps principles [31] 

In course design, flow is realized by the rapid delivery (i.e., de-
ployment) of high quality course material. For example, a new 
assignment should integrate seamlessly into an existing course 
while increasing students’ mastery of concepts compared to prior 
learning activities. Major impediments to flow include multitask-
ing; unnecessary hand-offs, such as multiple rounds of reviews 
by TAs [11]; and the need for heroics to achieve goals because 
individuals cannot sustain such efforts indefinitely. 

Feedback. These principles emphasize the dependability of not 
only software but also the processes that manage development 
and operations. Feedback revolves around safe systems of work: 
individuals and teams need processes in place to detect and to 
recover from mistakes. Not surprisingly, timely feedback increases 
the likelihood of catching mistakes [6]. A simple example of such 
a mistake in an academic context is distributing a programming 
assignment with automated tests that do not work correctly [11]. 
An effective feedback loop requires identifying problems, solving 
them, and creating automated processes to prevent those problems. 

In an academic setting, departments should have a curricular re-
view mechanism to identify changes to course outcomes that would 
adversely affect students’ preparation for subsequent courses. This 
review might initially be a manual process, but ideally would be 
automated [33] so that dependencies between courses (e.g., recom-
mending an algorithm on the basis of its big 𝑂 analysis) are flagged 
when changes are proposed. Automating the dependency analy-
sis saves valuable time compared to a generic review, reduces the 
likelihood of overlooking a dependency, and enables the affected 
faculty to collaborate on the solution to conflicts. 

Learning. The principles of continual learning and experimenta-
tion shorten the virtuous cycle created by the principles of flow and 
feedback. Innovation requires a disciplined and scientific approach 
to taking risks. Not every change will work as expected in practice, 
which represents new knowledge to be shared with others. 

Faculty implicitly embrace this principle in two forms. One is 
improving the efficiency of instruction. For example, a faculty mem-
ber may record a demonstration of using a particular tool; the 

Continuous delivery (CD) 
• Use version control for all artifacts 
• Automate the deployment process 
• Implement continuous integration (CI) 
• Use trunk-based development methods 
• Implement test automation 
• Support test data management 
• Shift left on security 
• Implement continuous delivery (CD) 

Architecture 
• Use a loosely coupled architecture 
• Architect for empowered teams 

Product and Process 
• Gather and implement feedback 
• Make the flow of work visible throughout the value stream 
• Work in small batches 
• Foster and enable experimentation 

Lean Management and Monitoring 
• Have lightweight change approval processes 
• Monitor to inform decisions 
• Check system health proactively 
• Improve processes and limit work-in-progress 
• Visualize work to monitor quality 

Cultural 
• Support a generative culture 
• Encourage and support learning 
• Support and facilitate collaboration among teams 
• Provide resources and tools that make work meaningful 
• Support or embody transformational leadership 

Figure 3: Capabilities that drive improvement [16] 

initial time investment is recouped as students ask fewer questions 
in office hours about how to use the tool. Another is improving 
the effectiveness of instruction. For example, a faculty member 
may replace existing course materials (e.g., lectures) with evidence-
based teaching strategies (e.g., active learning). Such changes, and 
the assessment of them, form the basis of experience reports and 
computing education research. 

3 RECOMMENDATIONS 
Forsgren et al. [16] enumerate 24 capabilities that drive improve-
ment in software delivery performance (see Figure 3). This section 
describes the capabilities that are most applicable in academia2 in 
the form of specific recommendations and examples that faculty 
can adopt, incrementally if desired, in the courses that they teach. 
References to prior work illustrate nascent uses or existing use 
cases, and examples propose additional ways to embrace these con-
cepts. The recommendations themselves are intentionally general 
because faculty should have flexibility, not dictates regarding the 
use of specific technologies, to manage their courses [33]. 

3.1 Continuous delivery (CD) 
Continuous delivery (CD) is a software development practice in 
which software can be deployed at any time. CD reduces lead time 
while improving quality [29]. 
2Architectural and cultural capabilities, such as the need to support or embody trans-
formational leadership, are often outside the control of individual faculty members. 
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3.1.1 Use version control for all artifacts. Comprehensive version 
control is essential, obviously for software but more broadly for any 
project that involves collaboration and recovering from mistakes, 
including the development and management of course material. 
Used correctly, version control provides a detailed history of who 
made a change, what changed, when it changed, and why it changed. 

In comparison to an archive of course material, a version control 
system captures metadata about changes and simplifies compar-
isons (e.g., which learning objectives were modified). Cloud-based 
office productivity suites (e.g., Google Docs Editors and Microsoft 
365) automatically version files and offer mechanisms for “suggest-
ing” changes, but these tools do not offer the same support for merg-
ing changes when documents evolve independently and recording 
metadata, particularly the rationale, for changes. Similarly, learning 
management systems (LMSs) facilitate copying course content, but 
not a way to visualize and share specific changes as courses evolve. 

Seminal work [7] describes the benefits of using version con-
trol “to reduce administrative demands and to support creative 
collaboration” among faculty; these benefits are echoed by faculty 
elsewhere [12, 26, 28, 34, 49]. Zagalsky et al. [61] summarize the 
motivations and benefits of using GitHub as a collaborative educa-
tional platform, including the visualization of changes as content 
is updated. Hosting course material, including lecture slides, code 
samples, and assignments, in GitHub or GitLab is one way to make 
it available to students [8, 26, 28, 30, 49, 50, 54, 61]. 

3.1.2 Automate the deployment process. Automating deployment 
ensures that updates to course materials are published as quickly 
as possible without requiring any steps to be performed manually. 

The need to automate repetitive and tedious tasks, such as pub-
lishing assignments to an LMS and provisioning autograders [12], 
supporting large class sizes [33, 40], and preparing accreditation 
reports [13], has previously been recognized. A major benefit of 
deployment automation is that students always have the latest ver-
sion of course material [8, 26] and dependencies (e.g., source code 
snippets embedded in a lecture) are up-to-date [33]. 

3.1.3 Implement continuous integration (CI). Continuous integra-
tion (CI) ensures that each change is tested—and any issues fixed— 
immediately, which epitomizes the DevOps principle of feedback. 
Practically speaking, CI gains prominence when multiple faculty 
members collaborate on course material [7, 26]. 

Lau et al. [33] provide a case study of the difficulty of supporting 
multiple versions of Python. CI shines in this context. As an exam-
ple, starter code for a programming assignment and the solution 
may be tested against currently supported releases (see Figure 4). 
If, for example, the latest release reports new warnings or errors, 
those issues will be flagged automatically when the workflow runs, 
drawing attention to problems while saving valuable faculty time 
compared to manual testing against even one version of Python. 

3.1.4 Use trunk-based development. Changes should be developed 
from the mainline and quickly merged back into the mainline. Short-
lived branches that persist for less than a day are commonly used 
to implement this practice [16]. 

In an academic context, the antithesis of trunk-based develop-
ment is copying content from an existing course, making substan-
tial changes, and subsequently trying to incorporate updates from 

jobs: 
test: 

runs-on: ubuntu-latest 
strategy: 

matrix: 
python-version: ['3.11', '3.12', '3.13'] 

steps: 
- uses: actions/checkout@v4 
- uses: actions/setup-python@v4 

with: 
python-version: ${{ matrix.python-version }} 

- name: Install dependencies 
run: pip install -r dependencies.txt 

- name: pytest 
run: py.test tests/ 

Figure 4: Excerpt of a GitHub Actions workflow. The test 
job executes the three Python versions independently. 

or sharing changes with the original course. In general, a branch 
become more difficult to merge over time as both the trunk and 
branch evolve; this effort ultimately represents waste, either due 
to the difficulty of integrating changes or due to the absence of 
improvements (e.g., clarifications to an assignment’s instructions). 

3.1.5 Implement test automation. Test automation alleviates the 
burden of manual testing and increases confidence that changes 
do not introduce problems. Tests must be reliable, meaning that a 
failure indicates a real issue and passing indicates that the change 
is safe to release, and should be run on every proposed change. 

There are many examples of how to leverage test automation. 
Spell checking can be performed automatically by a pre-commit 
hook. A course website can be checked for accessibility features and 
broken links [8]. Code included in lectures can be compiled using 
a build tool (e.g., make) to avoid the embarrassment of omitting a 
semicolon [26]. Code blocks in tutorials can be tested to ensure they 
are not missing instructions [41]. Although each of the aforemen-
tioned tasks can be performed manually, doing so is error-prone, 
as it is easy to overlook something. Extending this idea, automated 
grading provides “significant savings of scarce teaching resources” 
while also improving student performance [60]. 

3.2 Product and Process 
While agile is widely recognized, its principles are often ignored [2]. 

3.2.1 Gather and implement feedback. Feedback to faculty mem-
bers may come in many forms: implicitly through students’ per-
formance on assessments and explicitly in the form of course eval-
uations, classroom observations [42], and pilot offerings of new 
courses with subsequent refinements [58]. Feedback, regardless 
of its source, ideally drives improvements to learning activities 
by identifying what is and is not working in a course. Changes in 
response to feedback should be annotated in the version control his-
tory, providing a detailed record of why the change was made. This 
same concept applies to computing education research, as faculty 
test and evaluate the effectiveness of various teaching techniques. 
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Visibility into students’ struggles and problem-solving processes 
help faculty correct misconceptions and resolve sources of frustra-
tion [40]. Prior work [26, 28, 61] emphasizes student participation, 
either correcting mistakes or updating content. A decreasing num-
ber of issues when there are significant changes to course material 
indicates a reduced change failure rate. 

3.2.2 Make the flow of work visible throughout the value stream. 
Faculty often labor in relative obscurity with respect to teaching 
activities, emerging at the end with little visibility into how they ar-
rived at that point [40, 56], and it is likely that the effort invested by 
an individual faculty member is underestimated [53], which makes 
it difficult to recognize behind-the-scenes logistical work [33]. 

Techniques like kanban should be used to track all aspects of 
course design, from the adoption of a single “nifty assignment” to 
the development of an entire course. A visual workflow clearly 
identifies obstacles (e.g., administrative delays in approving curric-
ular changes) and allows faculty to make informed decisions based 
on what is feasible for them to accomplish in the available time. 

3.2.3 Work in small batches. A small batch size reduces work in 
progress, which predicts lead time, and lead time is correlated with 
quality, customer satisfaction, and employee happiness [31]. 

One application of this concept is making small incremental 
changes to a course [21] rather than combining those changes: 
larger changes delay the detection of mistakes (e.g., discrepancies 
between stated learning objectives and questions in a test bank) 
and increases the amount of rework when mistakes are found. Of 
course, every course eventually requires a major redesign, but even 
in this instance, the concept of the minimum viable product [48] 
is valuable, as it facilitates early feedback (e.g., from other faculty 
members) on the initial concept rather than deferring it. 

3.2.4 Foster and enable experimentation. When a particular teach-
ing strategy isn’t working for a group of students, faculty should 
be free to try out new ideas based on established pedagogical prin-
ciples to improve students’ learning experience. In practice, this 
idea dictates flexibility to design and adapt courses while holding 
faculty responsible for the course’s established learning outcomes. 

3.3 Lean Management and Monitoring 
Lean creates value by improving efficiency and reducing waste. 

3.3.1 Have lightweight change approval processes. Peer review cou-
pled with CD (§3.1) improves software delivery performance. In 
teaching, faculty—particularly new instructors—may solicit feed-
back on changes from other faculty members. In comparison, re-
quiring explicit approval from an external body (similar to a change 
advisory board in IT) may impose delay without improving quality. 

Pull (or merge) requests are excellent way to provide lightweight 
peer reviews. They offer an asynchronous review mechanism for 
faculty to weigh in on curricular issues where consensus is required, 
such as a proposed change to a course description. Such review 
does not detract from faculty’s academic freedom: public discourse 
increases transparency and provides a record of discussion and 
decisions that are likely to be forgotten as years pass. Fast feedback 
allows faculty to identify and to correct issues immediately rather 
than waiting until they become more difficult to address. 

3.3.2 Monitor to inform decisions. Rather straightforward, take 
action when something is not working as expected. For example, 
frequent low-stakes assessments enable faculty to review what 
students are and are not learning to ensure competence with foun-
dational skills prior to moving on to more advanced concepts. 

Monitoring should be proactive, designed to identify issues be-
fore they become significant problems. For example, potential copy-
right violations for third-party images from Wikimedia Commons 
can be flagged when the image is removed from the media repos-
itory. Documentation rot and inaccessible resources, which con-
tribute to non-executable tutorials [41], should be identified and 
corrected before students encounter them. Repository badges (e.g., 
dependencies out of date ) [57] provide an unobtrusive way to alert faculty to 
software dependency problems prior to the start of a semester. 

3.3.3 Improve processes and limit work-in-progress. Limiting work-
in-progress keeps individuals and teams from becoming overbur-
dened, which increases lead time, and exposes obstacles to the fast 
flow of work. Controlling work in progress ultimately improves 
quality, student satisfaction, and faculty members’ well-being. 

Griffith and Altinay [24] describe a framework to evaluate faculty 
workloads, particularly teaching, because “many faculty members 
find themselves carrying higher workloads than their peers, feeling 
overburdened by increasing or changing institutional expectations, 
and failing to reach career goals.” Limiting work-in-progress by 
itself is insufficient: visualizing work and an effective feedback loop 
are critical to identify and eliminate obstacles [16]. 

4 DISCUSSION 
DevOps is especially suited for large courses with hundreds of 
students and multiple faculty members (or TAs). Nevertheless, it 
should not be ignored by individual faculty members, including 
those without TA support. The DevOps principles related to flow 
have been shown to improve productivity and reduce burnout in IT 
organizations [16]; achieving a “flow state” and reducing cognitive 
load have also been shown to improve developer, team, and orga-
nizational outcomes [18]. Academia is no exception to the need to 
manage work effectively. Furthermore, institutional efforts, such as 
disability services and accreditation, implicitly involve all faculty 
members, even adjuncts teaching a single course. Technical prac-
tices like CD decrease the amount of unplanned work and rework, 
which leads to a nearly 30% increase in time for new work [16]. 

Ease of use and perceived usefulness, which is strongly corre-
lated with estimated time saving [52], are key to adopting new 
technologies [5, 9]; barriers include lack of reliability [5]; structural 
constraints, such as lack of adequate support [4]; and, especially 
for faculty, time [44, 47, 55]. Industry-standard tools (e.g., Git) and 
platforms are widely used and reliable, and some platforms offer 
special support for academic faculty. With respect to time, adopt-
ing DevOps practices is not considerably different than adopting 
learner-centered design: both require up-front investment, and both 
have demonstrated benefits in the long run. Although the specter of 
a steep learning curve is daunting, incrementally adopting DevOps 
capabilities is a viable and worthwhile path forward. 

Interviews with faculty indicate specific barriers to the use of 
third-party services, such as GitHub, including institutional poli-
cies and legal restrictions [61]. These issues are more critical in the 
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context of student work and “fair use” of copyrighted material in a 
classroom setting. Students’ contributions to course material are 
generally limited, such as correcting mistakes [26, 28]; even if public, 
statutes like the Family Educational Rights and Privacy Act (FERPA) 
in the United States restrict the release of “education records” by 
an institution, which does not apply to voluntary contributions 
by students [62]. Publishing copyrighted material can be avoided 
by making a repository private or linking to material hosted by 
an institutionally-supported platform (e.g., Dropbox, Google Drive, 
or Microsoft OneDrive) with appropriate authentication. These 
concerns can also be mitigated by using platforms managed in-
stitutionally with single sign-on (SSO) albeit with an increased 
administrative overhead compared to cloud-based services [34]. 

Faculty and non-academic staff, such as instructional designers, 
may be using DevOps practices without publishing about their 
experiences or using different terminology. Some of DevOps’s es-
sential capabilities are being adopted piecemeal, such as the use of 
version control, as described previously. In contrast, Pang et al. [44] 
emphasize that faculty are “not motivated to learn or adopt DevOps” 
due to its perceived cost. While pressure—particularly demands on 
faculty time—may eventually force the adoption of new ways of 
working, the status quo may be “good enough” for years to come. 

Finally, will DevOps, which has proven invaluable in the IT 
industry, realize similar benefits in academia? Anecdotal evidence, 
most frequently in the form of “experience reports” that address the 
aforementioned capabilities, indicates an affirmative response to 
this question (e.g., [11, 26, 28, 49]). For example, Hofstätter et al. [28] 
describe their experience as “truly time-saving and sustainable 
throughout a busy semester” with overwhelming positive feedback 
from students. This paper provides a systematic framework to place 
these ideas in context and argue for their adoption more widely. 

5 CONCLUSION 
Paraphrasing Heraclitus, “Change is the only constant.” Faculty in 
computing—more so than most disciplines—must adapt to the rapid 
obsolescence of technologies and evolution of course content [55]. 
DevOps has proved to be an effective approach to develop and 
manage IT systems; many of these capabilities also apply to the 
development and management of course material. 

Two avenues for future work bear particular mention. First, wide-
spread adoption of DevOps practices in the context of managing 
course material is likely predicated on the creation and sharing 
of effective DevOps workflows. Improving flow can be as simple 
as automating processes; existing CI services offer a way to share 
these reusable workflows, lessening their learning curve for faculty. 
Second, prior work in the IT industry (e.g., the “State of DevOps” 
reports3) provides a guide for rigorously measuring the benefits of 
DevOps in an academic setting, both for managing courses with a 
significant staff and courses taught by an individual faculty member. 
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